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**Цель**: Целью работы является знакомство с языком программирования Java и интегрированной средой разработки Eclipse.

**Задачи**:

1. Реализовать класс SmallInteger для работы с целыми числами. Класс должен содержать публичные методы сложения, вычитания, умножения и деления целых чисел, не превосходящих по абсолютному значению 104. Продемонстрировать работу класса.

Класс SmallInteger:

|  |
| --- |
| **package** SmallInteger\_Class;  **import** **java.util.Arrays**;  **public** **class** **SmallInteger** **extends** Number **implements** Comparable<SmallInteger>  {  **private** **boolean** POSITIVE = **true**;  **private** **byte** [] oldValue;  **byte** [] numbers;  **final** **static** SmallInteger ZERO;  **static** {  **try** {  ZERO = **new** SmallInteger("0");  } **catch** (Exception e) {  **throw** **new** **RuntimeException**(e);  }  }  **private** **SmallInteger**(**byte**[] digits)  {  numbers = digits;  }  **public** **SmallInteger**(String number) **throws** Exception {  **if** (Integer.parseInt(number) <= Math.pow(**10**, **4**)) {  **this**.numbers = **new** **byte**[number.length()];  **for** (**int** i = **0**; i < number.length(); i++) {  numbers[i] = (**byte**) (number.charAt(i) - **48**);  }  oldValue = numbers.clone();  } **else** {  **throw** **new** **Exception**("BIG NUMBER");  }  }  **public** String **toString**() {  StringBuilder sb = **new** StringBuilder();  **for** (**byte** number : numbers) {  sb.append(number);  }  **return** sb.toString();  }  **public** **int** **length**() {  **return** numbers.length;  }  **@Override**  **public** **int** **compareTo**(SmallInteger o) {  **if**(o.length()>**this**.length()) **return** -**1**;  **if**(o.length()<**this**.length()) **return** **1**;  **if**(o.length()==**this**.length()) {  **int** idx = **0**;  **while**(idx<=**this**.length()-**1**) {  **if**(o.numbers[idx]>**this**.numbers[idx]) **return** -**1**;  **if**(o.numbers[idx]<**this**.numbers[idx]) **return** **1**;  idx++;  }  }  **return** **0**;  }  **@Override**  **public** **int** **intValue**() {  **return** **0**;  }  **@Override**  **public** **long** **longValue**() {  **return** **0**;  }  **@Override**  **public** **float** **floatValue**() {  **return** **0**;  }  **@Override**  **public** **double** **doubleValue**() {  **return** **0**;  }  **public** SmallInteger **subtract**(SmallInteger number2) **throws** Exception {  **if** (number2.compareTo(**new** SmallInteger("0")) == **0**)  **return** **new** **SmallInteger**(**this**.numbers);  **if** (**this**.compareTo(number2) < **0**) {  **byte**[] temps = Arrays.copyOf(number2.numbers, number2.length());  number2.\_subtract(**this**);  **this**.numbers = number2.numbers;  number2.numbers = temps;  POSITIVE = **false**;  }  **else** {  **if** (**this**.compareTo(number2) == **0**) {  **this**.numbers = ZERO.numbers;  } **else** {  **this**.\_subtract(number2);  }  }  SmallInteger result = **new** SmallInteger(**this**.numbers);  numbers = oldValue.clone();  POSITIVE = **true**;  **return** result;  }  **private** **void** **\_subtract**(SmallInteger number2) {  **if**(number2.length()>**this**.length()) {  **this**.shiftLeft((number2.length()-**this**.length()));  }  **for**(**int** i = **0**; i < number2.length(); i++) {  **byte** tempVal = (**byte**) (numbers[**this**.length() - i - **1**] - number2.numbers[number2.length() - i - **1**]);  **if** (numbers[**this**.length() - i - **1**] - number2.numbers[number2.length() - i - **1**] < **0**) {  **if** (**this**.length() - i - **2** < **0**) {  numbers[**this**.length() - i - **1**] = (**byte**) (tempVal + (**byte**) **1**);  **return**;  }  **if** (numbers[**this**.length() - i - **1**] < -**1**){  tempVal += **1**;  }  numbers[**this**.length() - i - **1**] = (**byte**) (**10**+ (tempVal));  numbers[**this**.length() - i - **2**] += (**byte**)((tempVal / **11**) -**1**);  } **else** {  numbers[**this**.length() - i - **1**] = (tempVal);  }  }  **if** (findBad(**this**))  {  **int** SIZE;  **if** (**this**.numbers[**0**] >= **1** && number2.numbers.length <= **2**)  {  SIZE = **this**.numbers.length;  } **else**  {  SIZE = (**this**.numbers.length - **1**);  }  **if** (**this**.numbers[**1**] == -**1**) **this**.numbers[**0**] -= **1**;  **if** (SIZE == **5**) SIZE--;  **byte**[] tmpVal = **new** **byte**[SIZE];  **boolean** m = **false**;  **for** (**int** i = tmpVal.length - **1**; i >= **0**; i--)  {  tmpVal[i] = **9**;  **if** (**this**.numbers.length == tmpVal.length)  {  **if** (m)  {  **if** (i!=**0** && numbers[i]!=**0**)  tmpVal[i] = (**byte**) (numbers[i]+numbers[i+**1**]);  **else**  **if** (numbers[i] != **0**)  tmpVal[i] = (numbers[i]);  **else**  {  **if** (i==**0**)  {  tmpVal[i] = **0**;  **break**;  }  tmpVal[i] = **9**;  tmpVal[i-**1**] = (**byte**) (numbers[i-**1**]-**1**);  **break**;  }  m = **false**;  **continue**;  }  **if** (i!= **0** && **this**.numbers[i] == **0** && **this**.numbers[i-**1**] == -**1**)  tmpVal[i] = **this**.numbers[i];  **else**  **if** (**this**.numbers[i] == **0** && i == tmpVal.length - **1**)  tmpVal[i] = **this**.numbers[i];  **else**  **if** (**this**.numbers[i] > **0**)  tmpVal[i] = **this**.numbers[i];  **else** m=**true**;  }  **else**  {  **if** (**this**.numbers[i + **1**] == **0** && (i != **0** || i + **1** == **this**.numbers.length - **1**) && (**this**.numbers[i] != **0** || i-**1** != **0**))  tmpVal[i] = **this**.numbers[i + **1**];  **else** **if** (**this**.numbers[i + **1**] > **0**)  tmpVal[i] = **this**.numbers[i + **1**];  **if** (i + **2** < **this**.numbers.length && **this**.numbers[i + **1**] == **0** && **this**.numbers[i] < **0**)  {  tmpVal[i] = **0**;  }  }  }  **this**.numbers = tmpVal;  }  **this**.autoShrink();  }  **private** **boolean** **findBad**(SmallInteger number2){  **for** (**int** i=**0**; i<number2.numbers.length; i++)  {  **if** (number2.numbers[i] < **0**){  **return** **true**;  }  }  **return** **false**;  }  **public** SmallInteger **add**(SmallInteger number2)  {  **if**(number2.length()>**this**.length()) {  **this**.shiftLeft((number2.length()-**this**.length()));  }  **int** idx = **1**;  **if**(POSITIVE)  **while**(idx <= number2.length() ) {  **this**.numbers[**this**.length()-idx] += number2.numbers[number2.length()-idx];  idx++;  }  **else** **\_subtract**(number2);  carry(**this**.length()-**1**, **this**.length()-number2.length()-**2**);  SmallInteger result = **new** SmallInteger(**this**.numbers);  numbers = oldValue.clone();  **return** result;  }  **public** SmallInteger **multiply**(SmallInteger number2)  {  **byte**[] temp = **new** **byte**[number2.length()+**this**.length()+**1**];  **if**(**this**.length()<number2.length()) **this**.shiftLeft(number2.length()-**this**.length());  **int** move = **0**;  **for**(**int** i = **this**.length()-**1**; i >= **0**; i--) {  **for**(**int** s = number2.length()-**1**; s >= **0**; s--) {  **if**(temp.length-**1**-move <= **0**) **break**;  **if**(((**int**)temp[temp.length-**1**-move] + (**int**)number2.numbers[s]\*(**int**)**this**.numbers[i]) > **100** ) carry(temp,temp.length-**1**-move,**0**);  temp[temp.length-**1**-move] += number2.numbers[s]\***this**.numbers[i];  move++;  }  move = **this**.length()-i;  }  carry(temp,temp.length-**1**,**0**);  **this**.numbers = temp;  **this**.autoShrink();  SmallInteger result = **new** SmallInteger(**this**.numbers);  numbers = oldValue.clone();  **return** result;  }  **public** Integer **toInteger**() {  **int** temp = **0**;  **if**(length()>=**10** || length()==**10** && numbers[**0**]>=**2**) **return** **null**;  **for**(**int** i = **0**; i < length(); i++) {  **int** placeVal = (**int**)Math.pow(**10**, length()-**1**-i)\*numbers[i];  temp += placeVal;  }  **return** temp;  }  **public** **int** **remainderOfDivision**(SmallInteger number2)  {  **int** num1 = **this**.toInteger();  **int** num2 = number2.toInteger();  **while** (num1 - num2 >= **0**){  num1 -= num2;  }  **return** num1;  }  **private** **void** **shiftLeft**(**int** number2) {  **byte**[] temp = **new** **byte**[numbers.length+number2];  System.arraycopy(numbers, **0**, temp, number2, numbers.length);  numbers = temp;  }  **private** **void** **autoShrink**() {  **int** i = **0**;  **while**(i < **this**.length()-**1** && numbers[i]==**0**) {  i++;  }  **byte**[] newArray = **new** **byte**[numbers.length-i];  System.arraycopy(numbers, i, newArray, **0**, numbers.length-i);  **this**.numbers=newArray;  }  **public** **void** **carry**(**int** idx, **int** end) {  **if**(idx == **0** || idx == end) **return**;  **if**(numbers[idx] < **10** && numbers[idx] >= **0**){  **while**(numbers[idx] < **10** && numbers[idx] >= **0**) {  idx--;  **if**(idx < **0**) **return**;  **if**(idx-**1** <= **0**) **return**;  }  }  **if**(numbers[idx] >= **10**){  numbers[idx-**1**] += (**byte**) (numbers[idx] / **10**);  numbers[idx] = (**byte**) (numbers[idx] % **10**);  }**else** **if**(numbers[idx] < **0**) {  numbers[idx]++;  }  carry(idx-**1**, end);  }  **private** **void** **carry**(**byte**[] array, **int** idx, **int** end) {  **if**(idx == **0** || idx == end) **return**;  **if**(array[idx] < **10** ) {  **while**(array[idx] < **10**) {  idx--;  **if**(idx < **0**) **return**;  **if**(idx-**1** <= **0**) **return**;  }  }  **if**(array[idx] >= **10**){  array[idx-**1**] += (**byte**) (array[idx] / **10**);  array[idx] = (**byte**) (array[idx] % **10**);  }  carry(array, idx-**1**, end);  }  **public** SmallInteger **divide**(SmallInteger number2) **throws** Exception  {  **int** num1 = **this**.toInteger();  **int** num2 = number2.toInteger();  **int** q;  **for** (q = **0**; num1 - num2 >= **0**; q++)  num1 -= num2;  **return** **new** **SmallInteger**(String.valueOf(q));  }  } |

Класс main:

|  |
| --- |
| **import** **SmallInteger\_Class.SmallInteger**;  **public** **class** **Main** {  **public** **static** **void** **main**(String[] args) **throws** Exception  {  SmallInteger num1 = **new** SmallInteger("10000");  SmallInteger num2 = **new** SmallInteger("1");  System.out.println(num1 + " + " + num2 + " = " + num1.add(num2));  System.out.println(num1 + " - " + num2 + " = " + num1.subtract(num2));  System.out.println(num1 + " \* " + num2 + " = " + num1.multiply(num2));  System.out.println(num1 + " / " + num2 + " = " + num1.divide(num2));  System.out.println(num1 + " % " + num2 + " = " + num1.remainderOfDivision(num2));  **for** (**int** i = (**int**) Math.pow(**10**, **4**); i > **0**; i--)  {  SmallInteger n1 = **new** SmallInteger(Integer.toString(i));  **for** (**int** j = **1**; j <= Math.pow(**10**, **4**); j++)  {  SmallInteger n2 = **new** SmallInteger(Integer.toString(j));  **if** (n1.add(n2).toInteger() != i + j)  {  System.out.println(n1 + " + " + n2 + " = " + n1.add(n2));  System.out.println("CORRECT: " + (i + j));  **throw** **new** **Exception**("add error");  }  //System.out.println(n1 + " - " + n2 );  **if** (n1.subtract(n2).toInteger() != Math.abs(i - j))  {  System.out.println(n1 + " - " + n2 + " = " + n1.subtract(n2));  System.out.println("CORRECT: " + Math.abs(i - j));  **throw** **new** **Exception**("subtract error");  }  **if** (n1.multiply(n2).toInteger() != (i \* j))  {  System.out.println(n1 + " \* " + n2 + " = " + n1.multiply(n2));  System.out.println("CORRECT: " + (i \* j));  **throw** **new** **Exception**("multiply error");  }  **if** (n1.divide(n2).toInteger() != (i / j))  {  System.out.println(n1 + " / " + n2 + " = " + n1.divide(n2));  System.out.println("CORRECT: " + (i / j));  **throw** **new** **Exception**("divide error");  }  }  }  }  } |

Результат:
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Вывод:

Был разработан класс для работы с целыми числами не превосходящими 104.